**QDir::setCurrent(**QCoreApplication::applicationDirPath()) – установка в качестве каррент директории ту, в которой находится прога (к примеру, система меняет при автозагрузке каррент на систем32)

**Цифровые интерфейсы и протоколы**

https://www.youtube.com/watch?v=OHT3OSPfU3o

**Создание клиентского и серверного приложений (TCP/Socket)**

https://www.youtube.com/watch?v=M76LdqViDgU

**Пример получения айпи подключившегося к серверу клиента**

void Server::recieveConnection()

{

QTcpSocket \*clientConnection = tcpServer->nextPendingConnection();

connect(clientConnection, SIGNAL(disconnected()), clientConnection, SLOT(deleteLater()));

QString client\_ip = clientConnection->peerAddress().toString();

quint32 client\_ip\_int = clientConnection->peerAddress().toIPv4Address();

emit write\_message(tr("New connection from IP: %1").arg(client\_ip));

if (sockets->contains(client\_ip\_int)) {

QTcpSocket \*oldClientConnection = (QTcpSocket\*) sockets->value(client\_ip\_int);

if (oldClientConnection && oldClientConnection->state() != QAbstractSocket::UnconnectedState) {

oldClientConnection->disconnectFromHost();

}

sockets->remove(client\_ip\_int);

}

sockets->insert(client\_ip\_int, clientConnection);

connect(clientConnection, SIGNAL(stateChanged(QAbstractSocket::SocketState)), this, SLOT(socketStateChanged(QAbstractSocket::SocketState)));

connect(clientConnection, SIGNAL(disconnected()), this, SLOT(clientDisconnected()));

connect(clientConnection, SIGNAL(readyRead()), this, SLOT(recieveData()));

connect(clientConnection, SIGNAL(error(QAbstractSocket::SocketError)), this, SLOT(displayError(QAbstractSocket::SocketError)));

}

**Получение IP, мака и маски подсети в локальной сети**

QString localhostname = QHostInfo::localHostName();

QString localhostIP;

QList<QHostAddress> hostList = QHostInfo::fromName(localhostname).addresses();

foreach (const QHostAddress& address, hostList) {

if (address.protocol() == QAbstractSocket::IPv4Protocol && address.isLoopback() == false) {

localhostIP = address.toString();

}

}

QString localMacAddress;

QString localNetmask;

foreach (const QNetworkInterface& networkInterface, QNetworkInterface::allInterfaces()) {

foreach (const QNetworkAddressEntry& entry, networkInterface.addressEntries()) {

if (entry.ip().toString() == localhostIP) {

localMacAddress = networkInterface.hardwareAddress();

localNetmask = entry.netmask().toString();

break;

}

}

}

Print("Localhost name: " + localhostname);

Print("IP = " + localhostIP);

Print("MAC = " + localMacAddress);

Print("Netmask = " + localNetmask);

**Преобразование типов и контейнеров**

Из unsigned char в QByteArray

1 способ: QByteArray dataQ = QByteArray::fromRawData((char\*)data,sizeof(data));

2 способ: QByteArray dataQ = QByteArray(reinterpret\_cast<char\*>(data), sizeof(data));

Из QByteArray в unsigned char

unsigned char buffer [otvet.size()];

memcpy( *buffer*, otvet.data(), otvet.size());

Из unsigned char для записи в таблицу

tr("%1").arg(buffer[4])

Из QString в char

QString message

QByteArray ba = message.toLocal8Bit();

const char \*dataForClient = ba.data();

Из QByteArray в QString

QByteArray Data;

QString dataPr = QString Data;

Из QString в QByteArray

QByteArray br = str.toUtf8();

QByteArray могут быть либо Utf8, либо Local8Bit. При выводе в текстовые поля надо пробовать преобразования из того или другого

**Аналог Sleep, но не загружает намертво интерфейс**

void MainWindow::**delay**(int millisecondsToWait)

{

QTime dieTime = QTime::currentTime().addMSecs(millisecondsToWait);

while ((QTime::currentTime() < dieTime))

{

// QCoreApplication::processEvents(QEventLoop::AllEvents, 100);

QCoreApplication::processEvents();

}

}

Пример: где то в коде delay(1000);

**Вывод сообщения в диалоговое окно**

1. QMessageBox::information(this,
2. trUtf8("Сохранение настроек"),
3. trUtf8("Сохранение настроек выполнено успешно"));

**SWITCH**

switch (выражение) {case константа1:последовательность операторовbreak;case константа2:последовательность операторовbreak;...default:последовательность операторов}

**auto –** *использовать аккуратно* – автоопределение типа данных, надо сразу же инициализировать переменную или функцию

**Измерение времени выполнения кода**

#include <chrono> //если применяется многопоточность, то подключать хроно не обязательно

Using namespace std;

auto start = chrono::high\_resolution\_clock::now();

//Участок кода для измерения…

auto end = chrono::high\_resolution\_clock::now();

chrono::duration<float> duration = end-start;

2 способ – создать отдельный класс

Class SimpleTimer {

Public:

SimpleTimer() {

Start = std::chrono::high\_resolution\_clock::now();}

~ SimpleTimer() {

End = std::chrono::high\_resolution\_clock::now();

Std::chrono::duration<float> duration = End-Start;}

В коде в нужном месте просто создать объект класса и потом уничтожить.

SimpleTimer timer;

**Защита от повторного включения-**

1 способ #pragma once – не для всех компиляторов работает

2 способ #ifdef \_FOO\_H\_

#define \_FOO\_H\_

#include “Bar.h”

Void Foo();

#endif

**ENUM –** позволяет числовые данные, переменные и т.д. шифровать текстовыми (будут отображаться подсказки и не будут видны голые непонятные числа. Значительно повышает удобство программирования.

Enum speed

{MIN-150,

Recommend – 600,

MAX - 850

}

**Пространство имен namespace –** позволяет использовать одинаково названные функции в одном проекте, просто необходимо указывать пространство имен, созданное нами, либо уже готовые простраства имен(пример – std)

namespace mySpace

{void foo(int a) {} }

**Генерация случайных чисел**

stdlib.h

int rand();лежит в пределах от 0 до 32767

void srand(unsigned int startValue); startValue – целочисленное значение, которое служит отправной точкой для генерирования последовательности случайных чисел

функцией rand().

Для того, чтобы в функции srand() получить разные начальные значения используется функция time() из библиотеки time.h.

Если функцию time() вызвать с параметром NULL, то эта функция возвратит количество миллисекунд, которые прошли с 1 января 1970 года. Значит, число миллисекунд будет зависеть от момента времени, в который пользователь запустил программу на выполнение. А этот момент каждый раз будет другим.

Если эти миллисекунды поместить в функцию srand() как показано ниже

srand(time(NULL));

то каждый раз при запуске программы будет создана новая отправная точка в генерировании последовательности чисел функцией rand(). И, как следствие, будут получаться разные последовательности случайных чисел.

В примере приведена функция GetRandomNumber(), которая генерирует случайное число в заданных пределах.

#include <iostream>

#include <stdlib.h> // нужен для вызова функций rand(), srand()

#include <time.h> // нужен для вызова функции time()

using namespace std;

// Функция генерирования случайного целочисленного числа в указанных пределах.

// Диапазон чисел: [min, max]

int GetRandomNumber(int min, int max)

{

// Установить генератор случайных чисел

srand(time(NULL));

// Получить случайное число - формула

int num = min + rand() % (max - min + 1);

return num;

}

void main()

{

// Использование функции GetRandomNumber()

int number;

number = GetRandomNumber(-10, 10); // Диапазон чисел: [-10, 10]

cout << "number = " << number << endl;;

}

В примере демонстрируется функция GetRandomNumberFloat(), которая генерирует случайное число с плавающей запятой в указанных пределах.

#include <iostream>

#include <stdlib.h> // нужен для вызова функции rand(), srand()

#include <time.h> // нужен для вызова функции time()

using namespace std;

// Функция, которая генерирует случайное число с плавающей запятой и указанной точностью

// Функция получает 3 параметра:// - min - нижний предел;// - max - верхний предел;

// - precision - точность, количество знаков после комы.

double GetRandomNumberFloat(double min, double max, int precision)

{

// Установить стартовую точку

srand(time(NULL));

double value;

// получить случайное число как целое число с порядком precision

value = rand() % (int)pow(10, precision);

// получить вещественное число

value = min + (value / pow(10, precision)) \* (max - min);

return value;

}

void main()

{

// Использование функции GetRandomNumberFloat()

double number;

srand(time(NULL));

// Получить число в диапазоне [0; 2] с точностью 2 знака после запятой

number = GetRandomNumberFloat(0, 2, 2);

cout << "number = " << number << endl;

}

**Обработка исключений try catch**

#include <iostream>

using namespace std;

void main()

{

// обработка выражения sqrt(a)/sqrt(b)

double a, b;

cout << "a = ";

cin >> a;

cout << "b = ";

cin >> b;

double c;

try { // начало блока try

if (b == 0)

throw 1;

if (b < 0)

throw 2;

if (a < 0)

throw 2;

c = sqrt(a) / sqrt(b);

cout << "c = " << c << endl;

}

catch (int e) // перехват ошибки

{

if (e == 1)

cout << "Division by 0." << endl;

if (e == 2)

cout << "Negative root." << endl;

}

}

**два вида полиморфизма:**

* статический. Этот вид полиморфизма достигается путём использования перегруженных функций (раннее связывание). Для перегрузки указывается одно и то же название функции, но, к примеру, разное количество передаваемых параметров)
* динамический. В этом случае используется наследование в сочетании с виртуальными функциями (позднее связывание).

**Пример виртуальной функции**

class BaseClass

{ virtual *return*\_type FuncNameVirtual(*list\_of\_parameters*) {

// ...

}

};

class DerivedClass

{

*return\_type* FuncNameVirtual(*list\_of\_parameters*) override

{

// Это также виртуальная функция, которая переопределяет функцию базового класса.

// ...

}

}

Чтобы окончательно указать компилятору, что функция унаследованного класса DerivedClass переопределяет функцию базового класса BaseClass, нужно после объявления параметров функции указать спецификатор override по образцу ниже

* **Чисто виртуальная функция –** объявлена в классе со спецификатором virtual, объявлена с использованием специальноого синтаксиса C++, который определяет функцию как не имеющую блока фигурных скобок **{ }** содержащего программный код.

**Абстрактный класс –** класс верхнего уровня, который служит только для связи с другими нижними классами и содержит виртуальную функцию.

**Агрегация и композиция**

Агрегация – класс содержит в себе другой класс, но функционировать без него может (Пример – класс фигуры, подкласс треугольник. Фигуры могут быть и другие и клсс может содержать 0 треугольников)

Композиция – класс без подкласса существовать не может (Пример – класс автомобиль и подклассы – двигатель и колесо)

**Конструкторы класса**

CMyDate(); // конструктор без параметров

CMyDate(int d, int m, int y); // конструктор с тремя параметрами

// реализация конструкторов и методов класса

// конструктор без параметров (конструктор по умолчанию)

CMyDate::CMyDate()

{

// установить дату 01.01.2001 day = 1; month = 1; year = 2001;

}

// конструктор с тремя параметрами

CMyDate::CMyDate(int d, int m, int y)

{

day = d; month = m; year = y;

}

**kbhit() – возвращает истину, если нажата какая то клавиша на клавиатуре**

**Скелет для работы с LCard Digital**

Подключить библиотеку (инклуды,либ)

#include <stdlib.h>

#include <stdio.h>

#include <QMainWindow>

#include "Lusbapi.h" // заголовочный файл библиотеки Lusbapi

#include <conio.h>

QT\_BEGIN\_NAMESPACE

namespace **Ui** { class **MainWindow**; }

QT\_END\_NAMESPACE

class **MainWindow** : public QMainWindow

{

Q\_OBJECT

public:

**MainWindow**(QWidget \*parent = nullptr);

~***MainWindow***();

private:

Ui::MainWindow \*ui;

public:

ILE140 \*pModule; // указатель на интерфейс модуля

MODULE\_DESCRIPTION\_E140 md; // структура c информацией о модуле

char ModuleName[7]; // название модуля

BYTE UsbSpeed; // скорость работы шины USB

WORD TtlIn, TtlOut; // состояния цифровых линий

DWORD DllVersion; // версия библиотеки

public slots:

void **Print**(QString data);

private slots:

void **on\_pushButton\_clicked**();

void **on\_pushButton\_2\_clicked**();

void **on\_pushButton\_3\_clicked**();

};

WORD i;

PCHAR pMname = PCHAR("e140");

if((DllVersion=GetDllVersion()) != CURRENT\_VERSION\_LUSBAPI) // проверим версию DLL библиотеки

{

Print("Неправильная версия Dll!");

}

pModule = static\_cast<ILE140 \*>(CreateLInstance(pMname)); // получим указатель на интерфейс модуля

if(!pModule)

{

Print("Не могу получить указатель на интерфейс");

}

// if(!pModule->OpenLDevice(0)) // попробуем обнаружить какой-нибудь модуль в нулевом виртуальном слоте

// {

// Print("Не могу получить доступ к модулю!");

// }

// попробуем обнаружить модуль E14-140 в первых WORD MAX\_VIRTUAL\_SLOTS\_QUANTITY\_LUSBAPI виртуальных слотах

for(i = 0x0; i < MAX\_VIRTUAL\_SLOTS\_QUANTITY\_LUSBAPI; i++) if(pModule->*OpenLDevice*(i)) break;

if(!pModule->*GetUsbSpeed*(*&UsbSpeed*)) // попробуем получить скорость работы шины USB

{

Print("Не могу узнать скорость работы USB!\n");

}

if(!pModule->*GetModuleName*(ModuleName)) // прочитаем название модуля в нулевом виртуальном слоте

{

Print("Не могу прочитать название модуля!\n");

}

if(strcmp(ModuleName, "E140")) // проверим: этот модуль - 'E14-140'?

{

Print(" В нулевом виртуальном слоте не 'E14-140'\n");

}

if(!pModule->*GET\_MODULE\_DESCRIPTION*(*&md*)) // попробуем прочитать информацию о модуле

{

Print("Не выполнена функция GET\_MODULE\_DESCRIPTION ()!");

}

//connect(ui->pushButton,SIGNAL());

// char chars[51]; //сообщение о готовности к работе (вероятно не нужно, так как логика моей проги немного другая и сообщение по умолчанию не работает для кьюта

// memcpy( chars, md.Module.SerialNumber,51);//переделал формирование сообщения с серийником

// Print("Модуль E14-140 (серийный номер "+QString(chars)+") полностью готов к работе!");

// далее можно располагать функции для непосредственного

// управления модулем

//. . . . . .

pModule->*ENABLE\_TTL\_OUT*(true);

TtlOut = 0x0; //инициализация состояния выходных линий по умолчанию

// выйдем из программы

// return 0;

}

MainWindow::~***MainWindow***()

{

delete ui;

}

void MainWindow::**Print**(QString data)

{

ui->consol->textCursor().insertText(data+'\r'); // Вывод текста в консоль

ui->consol->moveCursor(QTextCursor::End);//Scroll

}

void MainWindow::**on\_pushButton\_clicked**()

{

//TtlOut =0b1111111111111111; //для примера присвоение логических единиц на все внешние цифровые линии

TtlOut =0x01;

pModule->*TTL\_OUT*(TtlOut);

}

void MainWindow::**on\_pushButton\_2\_clicked**()

{

TtlOut =0x0;

pModule->*TTL\_OUT*(TtlOut);

}

void MainWindow::**on\_pushButton\_3\_clicked**()

{

if(!pModule->*ReleaseLInstance*()) // завершим работу с модулем

{

Print("Не выполнена функция ReleaseLInstance()!");

}

}

**Русский язык в Визуал Студио**

**Setlocale (LC\_ALL,”ru”);**

**Шаблонная функция**

template<typename T1, typename T2>

void Sum (T1 a, T2 b) {Sum = a+b;}

В QT обычный рефакторинг шаблонной функции может приводить к ошибкам. Его надо отредактировать. Пример:

template<typename T>T **KorrectACP** (T AdcSample); //- h

template<typename T> //- cpp

T MainWindow::**KorrectACP**(T AdcSample){

T Tarir = (AdcSample+md.Adc.OffsetCalibration[1])\*md.Adc.ScaleCalibration[1];

return Tarir;}

**Шаблонный класс**

template <typename T>

class ClassName

{

// тело класса

// ...

}

Объявление шаблона класса дает следующие преимущества:

* избежание повторяемости написания программного кода для разных типов данных. Программный код (методы, функции) пишется для некоторого обобщенного типа T. Название обобщенного типа можно давать любое, например TTT;
* уменьшение текстовой части программного кода, и, как следствие, повышение читабельности программ;
* обеспечение удобного механизма передачи аргументов в шаблон класса с целью их обработки методами класса.

**Указатель на функцию в качестве параметра**

Int foo1(int a){return a-1}; Int foo2(int a){return a+1};

void main()

int (\*foopointer)(int a);

foopointer = foo2;

**Нультерминатор –** показывает компилятору конец строки \0

**Условная компиляция**

#ifdef Debug {} #endif выполнится, если определен в дефайне Debug, #else – выполнится по аналогии с обычным if

#ifndef – наоброт, если не поределен

**Тернарный оператор –**

Запись условного оператора if в сокращенном виде: (a<10)?(действие //?-аналог if): (действие//: - аналог else)

**Принципы ООП –** инкапсуляция, наследование и полиморфизм

**Int main vs void main** (первое более правильно, так как возвращает инт значение после завершения – 0 для операционки – программа завершилась успешно

**Создание файла и запись в него данных**

#include <QCoreApplication>

#include <QFile> //Подключаем для работы с классом QFile

#include <QDate>

#include <QByteArray>

#include <QString>

#include <QString>

#include <QDesktopWidget>

#include <QScreen>

#include <QMetaEnum>

#include <unistd.h>

#include <errno.h>

QFile file;

QString fname = QDate::currentDate().toString("dd.MM.yyyy")+".txt"; //присвоение переменной значения текущей даты (CurrentDateTime для добавления еще и времени) с припиской txt

file.setFileName(fname); // присвоение объекту класса QFile file в качестве имени значения переменной

//Создание файла и запись в него данных

void MainWindow::**WriteInFile**()

{

QTextStream streamACP(*&fileACP*);

QTextStream stream(*&file*);

if (file.exists()){//Проверка - существует ли файл

if (file.*open*(QIODevice::WriteOnly | QIODevice::Append)) { // Append - для записи в конец файла

QString str = QTime::currentTime().toString("ss");

int time = str.toInt();

if (time%5==0){

stream<<QString::fromUtf8("Время | Канал | Суммарный ток нагрузки 2 | Суммарный ток нагрузки 1 | Напряжение на силовых шинах 2 |"

"Напряжение на силовых шинах 1 | Температура 2 корпуса прибора | Температура 1 корпуса прибора\r\n");

}

for (int i=0;i<ListOfBSWVData.size();i++){

QString log =QTime::currentTime().toString("HH:mm:ss") +" | "+ ListOfBSWVData[i].name+"\t |\t\t"+QString::number(ListOfBSWVData[i].icap2)+"\t |\t\t"+

QString::number(ListOfBSWVData[i].icap1)+"\t\t|\t\t"+QString::number(ListOfBSWVData[i].u2)+"\t\t|\t\t "+QString::number(ListOfBSWVData[i].u1)

+"\t\t|\t\t "+ QString::number(ListOfBSWVData[i].tcorp2)+"\t\t|\t\t "+ QString::number(ListOfBSWVData[i].tcorp1)+"\r\n";

stream<<log;

}

}

}

else {

if (file.*open*(QIODevice::WriteOnly | QIODevice::Append)) {//Если файл только создается, то в первую строчку записываем название параметра

stream<<QString::fromUtf8("Время | Канал | Суммарный ток нагрузки 2 | Суммарный ток нагрузки 1 | Напряжение на силовых шинах 2 |"

"Напряжение на силовых шинах 1 | Температура 2 корпуса прибора | Температура 1 корпуса прибора\r\n");

for (int i=0;i<ListOfBSWVData.size();i++){

QString log =QTime::currentTime().toString("HH:mm:ss") +" | "+ ListOfBSWVData[i].name+"\t |\t\t"+QString::number(ListOfBSWVData[i].icap2)+"\t |\t\t"+

QString::number(ListOfBSWVData[i].icap1)+"\t\t|\t\t"+QString::number(ListOfBSWVData[i].u2)+"\t\t|\t\t "+QString::number(ListOfBSWVData[i].u1)

+"\t\t|\t\t "+ QString::number(ListOfBSWVData[i].tcorp2)+"\t\t|\t\t "+ QString::number(ListOfBSWVData[i].tcorp1)+"\r\n";

stream<<log;

}

}

}

file.*close*();

--------------Более правильная запись в файл

QTextStream stream(*&fileLogBSWV*);

stream.setFieldAlignment(QTextStream::AlignLeft);

if (titleProverkaIUcount%10==0){ //раз в 10 измерений повторять шапку

stream.setFieldWidth(17);

stream<<QString::fromUtf8("Время измерения")<<" | "+QString::fromUtf8("Irs1")<<" | "+QString::fromUtf8("Iтнв3")<<" | "+QString::fromUtf8("Uншв3")<<" | "+QString::fromUtf8("Uип2");

stream.setFieldWidth(0);

stream<<endl;

}

stream.setFieldWidth(17);

stream<<QTime::currentTime().toString("HH:mm:ss") <<" | "+QString::number(Irs1)<<" | "+QString::number(Itnv3)<<" | "+QString::number(Unwv)<<" | "+QString::number(Uip2);

stream.setFieldWidth(0);

stream<<endl;

//+++++++++++++[Процедура вывода данных в консоль]+++++++++++

void MainWindow::**Print**(QString data)

{

ui->consol->textCursor().insertText(data+'\r'); // Вывод текста в консоль

ui->consol->moveCursor(QTextCursor::End);//Scroll

}

------------------------Второй пример записи в файл

fname=QDateTime::currentDateTime().toLocalTime().toString("dd.MM.yyyy.hh")+"\_KS2\_Telemetria.txt";

file.setFileName("../logs/"+logYear+"/"+logMonth+"/"+fname);

finame=QDateTime::currentDateTime().toLocalTime().toString("dd.MM.yyyy.hh")+"\_KS2\_I.txt";

fileI.setFileName("../logs/"+logYear+"/"+logMonth+"/"+finame);

QTextStream stream(*&file*);

QTextStream streamI(*&fileI*);

stream.setFieldAlignment(QTextStream::AlignLeft);

streamI.setFieldAlignment(QTextStream::AlignLeft);

if (file.exists()){//Проверка - существует ли файл

} else if (file.*open*(QIODevice::WriteOnly | QIODevice::Append)){

stream.setFieldWidth(39);

stream<<QString::fromUtf8("Время")<<QString::fromUtf8(" | Канал")<<QString::fromUtf8(" | Температура корпуса прибора")<<QString::fromUtf8(" | Текущее состояние 1 канала датчик 1")

<<QString::fromUtf8(" | Текущее состояние 2 канала датчик 1")<<QString::fromUtf8(" | Текущее состояние 3 канала датчик 1")

<<QString::fromUtf8(" | Текущее состояние 4 канала датчик 1")<<QString::fromUtf8(" | Текущее состояние 5 канала датчик 1")<<QString::fromUtf8(" | Текущее состояние 6 канала датчик 1")

<<QString::fromUtf8(" | Текущее состояние 7 канала датчик 1")<<QString::fromUtf8(" | Текущее состояние 8 канала датчик 1")<<QString::fromUtf8(" | Текущее состояние 1 канала датчик 2")

<<QString::fromUtf8(" | Текущее состояние 2 канала датчик 2")<<QString::fromUtf8(" | Текущее состояние 3 канала датчик 2")

<<QString::fromUtf8(" | Текущее состояние 4 канала датчик 2")<<QString::fromUtf8(" | Текущее состояние 5 канала датчик 2")<<QString::fromUtf8(" | Текущее состояние 6 канала датчик 2")

<<QString::fromUtf8(" | Текущее состояние 7 канала датчик 2")<<QString::fromUtf8(" | Текущее состояние 8 канала датчик 2")<<QString::fromUtf8(" | Авария 1 канала")

<<QString::fromUtf8(" | Авария 2 канала")<<QString::fromUtf8(" | Авария 3 канала")<<QString::fromUtf8(" | Авария 4 канала")<<QString::fromUtf8(" | Авария 5 канала")

<<QString::fromUtf8(" | Авария 6 канала")<<QString::fromUtf8(" | Авария 7 канала")<<QString::fromUtf8(" | Авария 8 канала");

stream.setFieldWidth(0);

stream<<endl;

stream.setFieldWidth(39);

file.*close*();

}

if (file.*open*(QIODevice::WriteOnly | QIODevice::Append)) { // Append - для записи в конец файла

QString str = QTime::currentTime().toString("ss");

int time = str.toInt();

stream.setFieldWidth(39);

if (time%5==0){

stream<<QString::fromUtf8("Время")<<QString::fromUtf8(" | Канал")<<QString::fromUtf8(" | Температура корпуса прибора")<<QString::fromUtf8(" | Текущее состояние 1 канала датчик 1")

<<QString::fromUtf8(" | Текущее состояние 2 канала датчик 1")<<QString::fromUtf8(" | Текущее состояние 3 канала датчик 1")

<<QString::fromUtf8(" | Текущее состояние 4 канала датчик 1")<<QString::fromUtf8(" | Текущее состояние 5 канала датчик 1")<<QString::fromUtf8(" | Текущее состояние 6 канала датчик 1")

<<QString::fromUtf8(" | Текущее состояние 7 канала датчик 1")<<QString::fromUtf8(" | Текущее состояние 8 канала датчик 1")<<QString::fromUtf8(" | Текущее состояние 1 канала датчик 2")

<<QString::fromUtf8(" | Текущее состояние 2 канала датчик 2")<<QString::fromUtf8(" | Текущее состояние 3 канала датчик 2")

<<QString::fromUtf8(" | Текущее состояние 4 канала датчик 2")<<QString::fromUtf8(" | Текущее состояние 5 канала датчик 2")<<QString::fromUtf8(" | Текущее состояние 6 канала датчик 2")

<<QString::fromUtf8(" | Текущее состояние 7 канала датчик 2")<<QString::fromUtf8(" | Текущее состояние 8 канала датчик 2")<<QString::fromUtf8(" | Авария 1 канала")

<<QString::fromUtf8(" | Авария 2 канала")<<QString::fromUtf8(" | Авария 3 канала")<<QString::fromUtf8(" | Авария 4 канала")<<QString::fromUtf8(" | Авария 5 канала")

<<QString::fromUtf8(" | Авария 6 канала")<<QString::fromUtf8(" | Авария 7 канала")<<QString::fromUtf8(" | Авария 8 канала");

stream.setFieldWidth(0);

stream<<endl;

stream.setFieldWidth(39);

}

for (int i=0;i<ListOfKS2Data.size();i++){

stream<<QTime::currentTime().toString("HH:mm:ss")<<" | "+ListOfKS2Data[i].name;

if (ListOfKS2Data[i].otvetPoluchen==1){

stream<<" | "+ListOfKS2Data[i].corpusT<<" | "+StatusCh(ListOfKS2Data[i].status\_1ch\_1D)<<" | "+StatusCh(ListOfKS2Data[i].status\_2ch\_1D)<<" | "+StatusCh(ListOfKS2Data[i].status\_3ch\_1D)

<<" | "+StatusCh(ListOfKS2Data[i].status\_4ch\_1D)<<" | "+StatusCh(ListOfKS2Data[i].status\_5ch\_1D)<<" | "+StatusCh(ListOfKS2Data[i].status\_6ch\_1D)<<" | "+StatusCh(ListOfKS2Data[i].status\_7ch\_1D)

<<" | "+StatusCh(ListOfKS2Data[i].status\_8ch\_1D)<<" | "+StatusCh(ListOfKS2Data[i].status\_1ch\_2D)<<" | "+StatusCh(ListOfKS2Data[i].status\_2ch\_2D)<<" | "+StatusCh(ListOfKS2Data[i].status\_3ch\_2D)

<<" | "+StatusCh(ListOfKS2Data[i].status\_4ch\_2D)<<" | "+StatusCh(ListOfKS2Data[i].status\_5ch\_2D)<<" | "+StatusCh(ListOfKS2Data[i].status\_6ch\_2D)<<" | "+StatusCh(ListOfKS2Data[i].status\_7ch\_2D)

<<" | "+StatusCh(ListOfKS2Data[i].status\_8ch\_2D)<<" | "+StatusCh(ListOfKS2Data[i].crash\_1ch)<<" | "+StatusCh(ListOfKS2Data[i].crash\_2ch)<<" | "+StatusCh(ListOfKS2Data[i].crash\_3ch)

<<" | "+StatusCh(ListOfKS2Data[i].crash\_4ch)<<" | "+StatusCh(ListOfKS2Data[i].crash\_5ch)<<" | "+StatusCh(ListOfKS2Data[i].crash\_6ch)<<" | "+StatusCh(ListOfKS2Data[i].crash\_7ch)<<" | "+StatusCh(ListOfKS2Data[i].crash\_8ch);

} else {

stream<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -"<<" | -";

}

stream.setFieldWidth(0);

stream<<endl;

stream.setFieldWidth(39);

}

}

**//++++++++Работа с портом++++++++++++**

В pro file

QT += serialport

**#include <QtSerialPort/QSerialPortInfo>**

//Получение списка доступных портов при помощи QSerialPortInfo

{QSerialPort port;

Port.setPort(info);

If (port.open(QIODevice::ReadWrite))

{qDebug()<<”Название”+info.portName()+” “+ info.description()+info.manufacturer();

}

}

// Закрытие соединения при выходе из формы

Delete ui;

Serial->close;

Delete serial;

**QList<QSerialPortInfo> serialPortInfo = QSerialPortInfo::availablePorts();**

**qDebug() << «Количество последовательных портов:» << serialPortInfo.count();**

**// Отображение списка скоростей передачи, поддерживаемых целевым последовательным портом**

**QList<qint32> baudRates = QSerialPortInfo::standardBaudRates();**

**qDebug() << baudRates;**

**qDebug() << «Описание последовательного порта:» << serialPortInfo.at(0).description();**

**qDebug() << "hasProductIdentifier(): " << serialPortInfo.at(0).hasProductIdentifier();**

**qDebug() << "hasVendorIdentifier(): " << serialPortInfo.at(0).hasVendorIdentifier();**

**qDebug() << "isBusy: " << serialPortInfo.at(0).isBusy();**

**qDebug() << "manufacturer: " << serialPortInfo.at(0).manufacturer();**

**qDebug() << "portName: " << serialPortInfo.at(0).portName();**

**qDebug() << "productIdentifier: " << serialPortInfo.at(0).productIdentifier();**

**qDebug() << "serialNumber: " << serialPortInfo.at(0).serialNumber();**

**qDebug() << "vendorIdentifier: " << serialPortInfo.at(0).vendorIdentifier();**

**qDebug() << "systemLocation: " << serialPortInfo.at(0).systemLocation();**

H файл

struct PortRT

{

QString name;

qint32 baudRate;

QSerialPort::DataBits dataBits;

QSerialPort::Parity parity;

QSerialPort::StopBits stopBits;

QSerialPort::FlowControl flowControl;

};

QSerialPort thisPort;

PortRT SettingsPort;

Cpp файл

Port \*PortNew = new Port();

//Запись всех доступных ком портов в комбобокс

void MainWindow::**on\_Btn\_Serch\_clicked**()

{

ui->PortNameBox->clear();

foreach (const QSerialPortInfo &info, QSerialPortInfo::availablePorts())

{

ui->PortNameBox->addItem(info.portName());

}

}

//Сигнал для записи параметров и послед. Отправки в ком порт

void MainWindow::**on\_BtnSave\_clicked**()

{

int baudrate = 9600;

int databits = 8;

int parity = 0; //DataToInt (QSerialPort::NoParity)

int stopbits = 1; //DataToInt (QSerialPort::OneStop)

int flowcontrol = 0; //DataToInt (QSerialPort::NoFlowControl)

savesettings(ui->PortNameBox->currentText(), baudrate, databits, parity, stopbits, flowcontrol);

}

//По кнопке коннект соединение с портом

void Port :: **ConnectPort**(void)//процедура подключения

{

thisPort.setPortName(SettingsPort.name);

if (thisPort.open(QIODevice::ReadWrite))

{

if (thisPort.setBaudRate(SettingsPort.baudRate)

&& thisPort.setDataBits(SettingsPort.dataBits)//DataBits

&& thisPort.setParity(SettingsPort.parity)

&& thisPort.setStopBits(SettingsPort.stopBits)

&& thisPort.setFlowControl(SettingsPort.flowControl))

{

if (thisPort.isOpen())

{

error\_((SettingsPort.name+ " >> Открыт!\r").toLocal8Bit());

}

} else

{

thisPort.close();

error\_(thisPort.errorString().toLocal8Bit());

}

}

else

{

thisPort.close();

error\_(thisPort.errorString().toLocal8Bit());

}

}

void Port::handleError(QSerialPort::SerialPortError error)//проверка ошибок при работе

{

if ( (thisPort.isOpen()) && (error == QSerialPort::ResourceError))

{

error\_(thisPort.errorString().toLocal8Bit());

DisconnectPort();

}

}

void Port::**DisconnectPort**()//Отключаем порт

{

if(thisPort.isOpen())

{

thisPort.close();

error\_(SettingsPort.name.toLocal8Bit() + " >> Закрыт!\r");

}

}

void Port :: **WriteToPort**(QByteArray data){//Запись данных в порт

if(thisPort.isOpen()){

thisPort.write(data);

}

}

void Port :: **ReadInPort**(){//Чтение данных из порта

QByteArray data;

data.append(thisPort.readAll());

outPort(data);

//((QString)(adr.toInt())).toLatin1().toHex()

}

void MainWindow::**on\_cEnterText\_returnPressed**()

{

QByteArray data; // Текстовая переменная

data = ui->cEnterText->text().toLocal8Bit().toHex() + '\r'; // Присвоение "data" значения из EnterText

writeData(data); // Отправка данных в порт

Print(data); // Вывод данных в консоль

}

void MainWindow::**Print**(QString data)

{

ui->consol->textCursor().insertText(data+'\r'); // Вывод текста в консоль

ui->consol->moveCursor(QTextCursor::End);//Scroll

}

Другой пример по компорту

void takePacketsFromComPort();

connect(serial, &QSerialPort::readyRead, **this**, &MainWindow::takePacketsFromComPort);

Это значит, что ты при приёме пакета с СОМ порта сразу попадаешь в эту функцию и в ней, чтобы получить пакет, можно написать это:

void MainWindow::takePacketsFromComPort()

{

       QString packets = serial->readAll();

}

А если с СОМ порта пакет придёт большой, то в один раз ты его не получишь а будешь получать 3-4 раза и тем самым переменная будет перезаписывать сама себя. В таком случае нужно комбинировать пакет. То-есть ты получаешь один паке, а вместо него приходит 3-4 пакета, тогда его нужно соединить в один пакет.  
Вместо этого:

void MainWindow::takePacketsFromComPort()

{

       QString packets = serial->readAll();

}

private:

    static bool m\_synchronized;

в .cpp файле пишем это:

bool MainWindow::m\_synchronized = false;

void MainWindow::takePacketsFromComPort()

{

**for**(;;)

    {

        const auto bytesAvailable = serial->bytesAvailable();

**if**(!m\_synchronized) {

**if**(bytesAvailable < 4)

                return;

            const auto head = serial->peek(4);

**if**(head != "FCD>") { //в head должна быть запись начала пакета. В моём случае начало пакета это FCD> у тебя будет другое

                serial->read(1);

                continue;

            } **else** {

                m\_synchronized = true;

            }

        } **else** {

            const auto probe = serial->peek(bytesAvailable);

            const auto tailIndex = probe.indexOf("**\r**");

**if**(tailIndex == -1)

                return;

            packet = serial->read(tailIndex + 2);

            qDebug() << "Ответ записи значений: " << packet;

            m\_synchronized = false;

**if**(tailIndex != -1 && probe.indexOf("**\r**"))

            {

                serial->close();

            }

        }

    }

}

**Извлечение информации по порту**

ui->PortNameBox->clear();

foreach (const QSerialPortInfo &info, QSerialPortInfo::availablePorts())

{

ui->PortNameBox->addItem(info.portName());

}

**// +++++++++++Таймер+++++++++**

#include <QTimer>

QTimer \*timer;

Timer = new QTimer();

Timer->start(2000); //в скобках частота срабатывания timeout сигнала в мс.

**//++++++++++Структуры** struct **и списки List+++++**

struct **Settings**

{

QString name;

qint32 baudRate;

QSerialPort::DataBits dataBits;

QSerialPort::Parity parity;

QSerialPort::StopBits stopBits;

QSerialPort::FlowControl flowControl;

};

Settings SettingsPort;

QList<Settings> ListOfSettings;

int set\_number;

struct **mode** {

int number = 0;

float u1, u2, i1, i2;

int timer = 1000;

};

QList<mode> ListOfModes;

int mode\_number;

mode\_number = 0;

mode m;

m.number = 1;

m.i1 = 100;

m.i2 = 200;

m.u1 = 120;

m.u2 = 220;

m.timer = 5000;

ListOfModes.append(m);

m.number = 2;

m.i1 = 110;

m.i2 = 210;

m.u1 = 130;

m.u2 = 230;

m.timer = 1000;

ListOfModes.append(m);

m.number = 3;

m.i1 = 310;

m.i2 = 310;

m.u1 = 330;

m.u2 = 330;

m.timer = 5000;

ListOfModes.append(m);

m.number = 4;

m.i1 = 10;

m.i2 = 10;

m.u1 = 30;

m.u2 = 30;

m.timer = 2000;

ListOfModes.append(m);

connect(timer,SIGNAL(timeout()),this,SLOT(NextMode()));

void MainWindow::**NextMode**()

{

if(mode\_number >= ListOfModes.size())

{

ui->btntimer->setEnabled(true);

return;

}

MainWindow::ui->lbl\_etap->setText(QString::number(ListOfModes.at(mode\_number).number));

MainWindow::ui->lbl\_u1->setText(QString::number(ListOfModes.at(mode\_number).u1));

MainWindow::ui->lbl\_u2->setText(QString::number(ListOfModes.at(mode\_number).u2));

MainWindow::ui->lbl\_i1->setText(QString::number(ListOfModes.at(mode\_number).i1));

MainWindow::ui->lbl\_i2->setText(QString::number(ListOfModes.at(mode\_number).i2));

ui->progressBar->setValue(ui->progressBar->value()+1) ;

timer->start(ListOfModes.at(mode\_number).timer);

mode\_number++;

}

**//++++++Расчет контрольной суммы+++++++**

unsigned short **Crc16**(unsigned char \*pcBlock, unsigned short len)

{

const unsigned short Crc16Table[256] = {

0x0000, 0x1021, 0x2042, 0x3063, 0x4084, 0x50A5, 0x60C6, 0x70E7,

0x8108, 0x9129, 0xA14A, 0xB16B, 0xC18C, 0xD1AD, 0xE1CE, 0xF1EF,

0x1231, 0x0210, 0x3273, 0x2252, 0x52B5, 0x4294, 0x72F7, 0x62D6,

0x9339, 0x8318, 0xB37B, 0xA35A, 0xD3BD, 0xC39C, 0xF3FF, 0xE3DE,

0x2462, 0x3443, 0x0420, 0x1401, 0x64E6, 0x74C7, 0x44A4, 0x5485,

0xA56A, 0xB54B, 0x8528, 0x9509, 0xE5EE, 0xF5CF, 0xC5AC, 0xD58D,

0x3653, 0x2672, 0x1611, 0x0630, 0x76D7, 0x66F6, 0x5695, 0x46B4,

0xB75B, 0xA77A, 0x9719, 0x8738, 0xF7DF, 0xE7FE, 0xD79D, 0xC7BC,

0x48C4, 0x58E5, 0x6886, 0x78A7, 0x0840, 0x1861, 0x2802, 0x3823,

0xC9CC, 0xD9ED, 0xE98E, 0xF9AF, 0x8948, 0x9969, 0xA90A, 0xB92B,

0x5AF5, 0x4AD4, 0x7AB7, 0x6A96, 0x1A71, 0x0A50, 0x3A33, 0x2A12,

0xDBFD, 0xCBDC, 0xFBBF, 0xEB9E, 0x9B79, 0x8B58, 0xBB3B, 0xAB1A,

0x6CA6, 0x7C87, 0x4CE4, 0x5CC5, 0x2C22, 0x3C03, 0x0C60, 0x1C41,

0xEDAE, 0xFD8F, 0xCDEC, 0xDDCD, 0xAD2A, 0xBD0B, 0x8D68, 0x9D49,

0x7E97, 0x6EB6, 0x5ED5, 0x4EF4, 0x3E13, 0x2E32, 0x1E51, 0x0E70,

0xFF9F, 0xEFBE, 0xDFDD, 0xCFFC, 0xBF1B, 0xAF3A, 0x9F59, 0x8F78,

0x9188, 0x81A9, 0xB1CA, 0xA1EB, 0xD10C, 0xC12D, 0xF14E, 0xE16F,

0x1080, 0x00A1, 0x30C2, 0x20E3, 0x5004, 0x4025, 0x7046, 0x6067,

0x83B9, 0x9398, 0xA3FB, 0xB3DA, 0xC33D, 0xD31C, 0xE37F, 0xF35E,

0x02B1, 0x1290, 0x22F3, 0x32D2, 0x4235, 0x5214, 0x6277, 0x7256,

0xB5EA, 0xA5CB, 0x95A8, 0x8589, 0xF56E, 0xE54F, 0xD52C, 0xC50D,

0x34E2, 0x24C3, 0x14A0, 0x0481, 0x7466, 0x6447, 0x5424, 0x4405,

0xA7DB, 0xB7FA, 0x8799, 0x97B8, 0xE75F, 0xF77E, 0xC71D, 0xD73C,

0x26D3, 0x36F2, 0x0691, 0x16B0, 0x6657, 0x7676, 0x4615, 0x5634,

0xD94C, 0xC96D, 0xF90E, 0xE92F, 0x99C8, 0x89E9, 0xB98A, 0xA9AB,

0x5844, 0x4865, 0x7806, 0x6827, 0x18C0, 0x08E1, 0x3882, 0x28A3,

0xCB7D, 0xDB5C, 0xEB3F, 0xFB1E, 0x8BF9, 0x9BD8, 0xABBB, 0xBB9A,

0x4A75, 0x5A54, 0x6A37, 0x7A16, 0x0AF1, 0x1AD0, 0x2AB3, 0x3A92,

0xFD2E, 0xED0F, 0xDD6C, 0xCD4D, 0xBDAA, 0xAD8B, 0x9DE8, 0x8DC9,

0x7C26, 0x6C07, 0x5C64, 0x4C45, 0x3CA2, 0x2C83, 0x1CE0, 0x0CC1,

0xEF1F, 0xFF3E, 0xCF5D, 0xDF7C, 0xAF9B, 0xBFBA, 0x8FD9, 0x9FF8,

0x6E17, 0x7E36, 0x4E55, 0x5E74, 0x2E93, 0x3EB2, 0x0ED1, 0x1EF0

};

unsigned short crc = 0xFFFF;

while (len--)

crc = (crc << 8) ^ Crc16Table[(crc >> 8) ^ \*pcBlock++];

return crc;

}

unsigned char pcBlock[4];

pcBlock[0] = startByte;

pcBlock[1] = outAdr;

pcBlock[2] = inAdr;

pcBlock[3] = messType;

unsigned short len = 4;

unsigned short iCrc16 = Crc16(*pcBlock*,len); //

unsigned short data[5] = {startByte, outAdr,inAdr,messType,iCrc16};

unsigned char upper = Crc16(*pcBlock*,len)>>8; //получение старшего байта контрольной суммы

unsigned short lower1 = Crc16(*pcBlock*,len)<<8;

unsigned char lower = lower1>>8; //получение младшего байта контрольной суммы

// unsigned short full = (upper\*256)+lower; // получение общего значения контрольной суммы из старшего и младшего байтов

unsigned short full = (unsigned short) (upper<<8) | lower; // получение общего значения контрольной суммы из старшего и младшего байтов с помощью побитового сложения

//+++++++++Цикл For

for (int i=0;i<5;i++)

//+++++++++массивы

Размер массива а: sizeof(a); или std::size(a);

Указатель на первый элeменет std::begin(a); последний - std::end(a);

//+++++++++++Ссылки

**int** x;

**int** &y = x;

**int** z = y;

Ссылки на массив

**void** **f** (**int** (&x)[5])

{

// sizeof (x) здесь равен 5 \* sizeof (int)

}

**int** **main** (**void**)

{

**int** x[5];

f (x); // OK

f (x + 0); // Нельзя

**int** y[7];

f (y); // Нельзя, не тот размер

}

//++++++++++Указатели

**int** x;

**int** \*y = &x; // От любой переменной можно взять адрес при помощи операции взятия адреса "&". Эта операция возвращает указатель

**int** z = \*y; // Указатель можно разыменовать при помощи операции разыменовывания "\*". Это операция возвращает тот объект, на который указывает указатель

Передача в функцию:

**int** (\*a)[2]; // Это указатель на массив. Самый настоящий. Он имеет тип int (\*TYPE)[2]

**int** b[2];

**int** \*c = b; // Это не указатель на массив. Это просто указатель. Указатель на первый элемент некоего массива

**int** \*d = **new** **int**[4]; // И это не указатель на массив. Это указатель

//+++++++++++Примеры гет и сет функций

class MainWindow : public QMainWindow{

public:

void setAge(int age){

\_ui->ageInput->setValue(age);

}

int age() const{

return \_ui->ageInput->value();

}

void setName(const QString &name){

\_ui->nameInput->setText(name);

}

QString name() const{

\_ui->nameInput->text();

}

private:

Ui::MainWindow \*\_ui;

};

**Qt + MVP + QThread. Строим свой велосипед**

[**https://habr.com/ru/post/246445/**](https://habr.com/ru/post/246445/)

**++++++++++++++QByteArray**

**databuf = QByteArray(reinterpret\_cast<char\*>(buf), 10); //перевод из чар в QByteArray**

**databuf = QByteArray((char\*)buf, 10);**

**----------------------------------------**

**QByteArray data;**

**Data.reserve(10); //резервирует максимальный замер массива на 10 байт**

**Size – размер фактический массива**

**Capacity – максимально возможный размер**

**---------------------------**

**Внести в QByteArray стринг строку**

**QByteArray data (QString(“Bill”).toLocal8Bit());**

**------------------------------**

**Data.resize – изменение размера**

**Truncate(n) – обрезает массив до размера n**

**Data.clear – очищает массив**

**https://www.youtube.com/watch?v=IDh022l5A40**

**+++++++++++++++++++++работа с таблицами**

[**https://www.youtube.com/watch?v=AUCP3OSkxg8**](https://www.youtube.com/watch?v=AUCP3OSkxg8)

ui->tblRT->setRowCount(10); //задание количества строк таблицы

ui->tblRT->setColumnCount(3); //задание количества колонок таблицы

ui->tblRT->setHorizontalHeaderLabels(QStringList()<<"МК1"<<"МК2"<<"МК3"); //заполнение заголовков столбцов

ui->tblRT->setVerticalHeaderLabels(QStringList()<<"Ток 2 на выходе СБ2"<<"Ток 1 на выходе СБ2"<<"Ток 2 на выходе СБ1" //заполнение заголовков строк

<<"Ток 1 на выходе СБ1"<<"Ток нагрузки 2 моноблока"<<"Ток нагрузки 1 моноблока"<<"Температура 2 корпуса прибора"

<<"Температура 1 корпуса прибора"<<"Состояние РТ СБ2"<<"Состояние РТ СБ1");

// QTableWidgetItem \*itm1\_2 = new QTableWidgetItem(tr("%1").arg(5)); //создание итема таблицы для заполнения

// ui->tblRT->setItem(1,2,itm1\_2); //заполнение указанной ячейки (строки, столбцы,итем для заполнения)

// itm1\_2->setTextColor(Qt::red); //задание цвета у текста определенной ячейки таблицы

// itm1\_2->setBackgroundColor(Qt::black); //задание цвета самой определенной ячейки таблицы

**+++++++++++++++Работа с ini файлами и настройками проекта**

#include <QSettings>

void MainWindow::**LoadSettings**()

{

QString dis, serial;

QSettings setting("ports.ini", QSettings::IniFormat); //ports.ini файл должен быть в одной папке с exe

setting.beginGroup("MK1-osn");// [MK1-osn] в ини файле

QString status = setting.value("work","0").toString();

if ( status == "on") {

dis = setting.value("description","0").toString();

serial = setting.value("serialNumber","0").toString();

}

setting.endGroup();

setting.beginGroup("MK2-osn");// [MK2-osn] в ини файле

QString status1 = setting.value("work","0").toString();

if ( status1 == "on"){

dis = setting.value("description","0").toString();

serial = setting.value("serialNumber","0").toString();

}

setting.endGroup();

QString name = getPortName(dis,serial);

emit savesettings(name, baudrate, databits, parity, stopbits, flowcontrol);

}

**------Создание экзешника со всеми длл в одной папке-----**

Exe файл

Проекты – Сборка – Сборка, этапы – добавить этап

Нужно создать два особых этапа обработки

1. Команда: xcopy

Параметры: "%{ActiveProject:RunConfig:Executable:NativeFilePath}" "..\Work\" /y /i

Рабочий каталог: каталог с нашей прогой

1. Команда: windeployqt.exe

Параметры: --no-translations --no-system-d3d-compiler --no-opengl-sw --no-angle "..\Work\%{ActiveProject:RunConfig:Executable:FileName}"

Рабочий каталог: каталог с нашей прогой

**------------------Добавление картинок------------**

#include <QPixmap>

QPixmap pix("D:/GitHub/KPA\_BSWV/redbtn.png"); //указание расположения картинки и создание объекта класса

ui->redLbl->setPixmap(pix.scaled(35,35,Qt::KeepAspectRatio)); //присвоение лейблу этой картинки с уменьшением ее размеров

**----------------------Работа с чекбоксом-----------**

void MainWindow::**AcpVisible**()

{

if (ui->cbAcp->isChecked()){

ui->tblAcp->*setVisible*(true);

setMinimumSize(1132,725);

resize(972,613);

}

else {

ui->tblAcp->*setVisible*(false);

setMinimumSize(1132,382);

resize(972,321);

}

}

**Escape-последовательности**

\r возврат каретки в начало строки

\n новая строка

\t горизонтальная табуляция

\v вертикальная табуляция

\» двойные кавычки

\’ апостроф

\\ обратный слеш

\0 нулевой символ

\? знак вопроса

\a сигнал бипера (спикера) компьютера

**Continue –** позволяет пропустить итерацию цикла

**Static переменные –** общие переменные для всех экземпляров класса и обратившись и изменив из одного экземпляра эта переменная поменяется в другом

#include <conio.h>

kbhit() //нажатие какой либо кнопки на клаве (можно в проге завершать выполнение по нажатию (!kbhit())

**---------------------LCard и работа с библиотеками-----------------**

**Скелет работы программы**

#include #include #include "Lusbapi.h" // заголовочный файл библиотеки Lusbapi

ILE140 \*pModule; // указатель на интерфейс модуля

MODULE\_DESCRIPTION\_E140 md; // структура c информацией о модуле

char ModuleName[7]; // название модуля

BYTE UsbSpeed; // скорость работы шины USB

int main(void)

{

// проверим версию DLL библиотеки

if(GetDllVersion() != CURRENT\_VERSION\_LUSBAPI)

{

printf("Неправильная версия Dll!");

return 1; //выйдем из программы с ошибкой

}

// получим указатель на интерфейс модуля

pModule = static\_cast<ILE140 \*>(CreateLInstance("e140"));

if(!pModule)

{

printf("Не могу получить указатель на интерфейс");

return 1; //выйдем из программы с ошибкой

}

// попробуем обнаружить какой-нибудь модуль

// в нулевом виртуальном слоте

if(!pModule->OpenLDevice(0))

{

printf("Не могу получить доступ к модулю!");

return 1; //выйдем из программы с ошибкой

}

// попробуем получить скорость работы шины USB

if(!pModule->GetUsbSpeed(&UsbSpeed))

{

printf("Не могу узнать скорость работы USB!\n");

return 1; //выйдем из программы с ошибкой

}

// прочитаем название модуля в нулевом виртуальном слоте

if(!pModule->GetModuleName(ModuleName))

{

printf("Не могу прочитать название модуля!\n");

return 1; //выйдем из программы с ошибкой

}

// проверим: этот модуль - 'E14-140'?

if(strcmp(ModuleName, "E140"))

{

printf(" В нулевом виртуальном слоте не 'E14-140'\n");

return 1; //выйдем из программы с ошибкой

}

// попробуем прочитать информацию о модуле

if(!pModule->GET\_MODULE\_DESCRIPTION(&md))

{

printf("Не выполнена функция GET\_MODULE\_DESCRIPTION ()!");

return 1; //выйдем из программы с ошибкой

}

printf("Модуль E14-140 (серийный номер %s) полностью готов к\

работе!", md.Module.SerialNumber);

// далее можно располагать функции для непосредственного

// управления модулем

. . . . . .

// завершим работу с модулем

if(!pModule->ReleaseLInstance())

{

printf("Не выполнена функция ReleaseLInstance()!");

return 1; //выйдем из программы с ошибкой

}

// выйдем из программы

return 0;

}

TtlOut = 0b0; //инициализация состояния выходных линий по умолчанию

TtlOut =0b1111111111111111; //для примера присвоение логических единиц на все внешние цифровые линии

pModule->*TTL\_OUT*(TtlOut);

Открытие экземпляра класса второй формы

#include < ErrorForm >

ErrorForm \*window;

window = new ErrorForm(this);

window->setModal(true);

window->*exec*();

**Получение одного бита из байта**

(buffer[5] >> 7) & 1u

**Добавление приложения Qt в автозапуск винды**

if (ui->checkBox->isChecked()){

#ifdef Q\_OS\_WIN32

QSettings settings("HKEY\_CURRENT\_USER\\SOFTWARE\\Microsoft\\Windows\\CurrentVersion\\Run", QSettings::NativeFormat);

settings.setValue("WorkTime.exe", QDir::toNativeSeparators(QCoreApplication::applicationFilePath()));

settings.sync();

#endif

}else{ //удаление из автозапуска

#ifdef Q\_OS\_WIN32

QSettings settings("HKEY\_CURRENT\_USER\\SOFTWARE\\Microsoft\\Windows\\CurrentVersion\\Run", QSettings::NativeFormat);

settings.remove("WorkTime.exe");

#endif

}

# Динамическое создание виджетов в Qt

В сложных проектах может быть недостаточно наличия статических виджетов в интерфейсе программы, поскольку поступающая информация может изменяться ежесекундно. Следовательно поднимается вопрос о динамическом создании виджетов, например кнопок в компоновщике Qt.

В данном уроке описывается процесс динамического создания кнопок **QPushButton,**приёма сигналов от этих кнопок, а также последующее удаление этих кнопок из компоновщика Qt.

Программный код был написан в QtCreator 3.3.1 на основе Qt 5.4.1.

## Структура проекта

Описание структуры проекта:

* DynamicButtons.pro - профайл;
* mainwindow.h - заголовочный файл основного окна приложения;
* mainwindow.cpp - исходный код окна;
* main.cpp - основной исходный файл, с которого стартует приложение;
* mainwindow.ui - формочка основного окна приложения;
* qdynamicbutton.h - заголовочный файл класса обертки, который упрощает процесс работы с динамическими объектами в данном уроке;
* qdynamicbutton.cpp - исходный файл класса обертки, который упрощает процесс работы с динамическими объектами в данном уроке.

## mainwindow.ui

В данном уроке нам понадобится два слоя **layout**. В одном будут находиться все динамически создаваемые кнопки, а во втором слое будут находиться кнопки, которые будут отвечать за процесс создания и удаления динамических кнопок, а также поле **lineEdit**для отображения номера создаваемых кнопок.
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Внешний вид приложения Непосредственная работа будет осуществляться со следующими объектами формы окна приложения:

* **addButton**- кнопка для добавления динамических кнопок;
* **deleteButton**- кнопка для удаления динамических кнопок;
* **verticalLayout**- слой для добавления динамических кнопок с вертикальной компоновкой;
* **lineEdit**- поле для отображения номеров созданных кнопок.

## qdynamicbutton.h

Заголовочный файл класса обёртки, который наследуется от класса **QPushButton.**В Данном классе объявляется статическая переменная, которая будет общей для всех объектов класса и будет являться счетчиков всех динамических кнопок, которые будут создаваться в данном приложении. Это необходимо для адекватного присвоения номеров каждой кнопки.

1. #ifndef QDYNAMICBUTTON\\_H
2. #define QDYNAMICBUTTON\\_H
4. #include <QPushButton>
6. class QDynamicButton : public QPushButton
7. {
8. Q\\_OBJECT
9. public:
10. explicit QDynamicButton(QWidget \*parent = 0);
11. ~QDynamicButton();
12. static int ResID; // Статическая переменная, счетчик номеров кнопок
13. int getID(); // Функция для возврата локального номера кнопки

16. public slots:
18. private:
19. int buttonID = 0; // Локальная переменная, номер кнопки
20. };
22. #endif // QDYNAMICBUTTON\\_H

## qdynamicbutton.cpp

В файле исходного кода класса-обёртки производится инициализация кнопки в её конструкторе, инициализация статической переменной, а также находится метод для возврата номера динамической кнопки.

1. #include "qdynamicbutton.h"
3. QDynamicButton::QDynamicButton(QWidget \*parent) :
4. QPushButton(parent)
5. {
6. ResID++; // Увеличение счетчика на единицу
7. buttonID = ResID; /\* Присвоение кнопке номера, по которому будет производиться
8. \* дальнейшая работа с кнопок
9. \* \*/
11. }
13. QDynamicButton::~QDynamicButton()
14. {
16. }
18. /\* Метод для возврата значения номера кнопки
19. \* \*/
20. int QDynamicButton::getID()
21. {
22. return buttonID;
23. }
25. /\* Инициализация статической переменной класса.
26. \* Статическая переменная класса должна инициализироваться в обязательном порядке
27. \* \*/
28. int QDynamicButton::ResID = 0;

## mainwindow.h

В заголовочном файле требуется добавить только СЛОТы для обработки нажатий управляющих кнопок и СЛОТ для получения номера нажатой динамической кнопки.

1. #ifndef MAINWINDOW\\_H
2. #define MAINWINDOW\\_H
4. #include <QMainWindow>
6. /\* My Includes \*/
7. #include <qdynamicbutton.h>
9. namespace Ui {
10. class MainWindow;
11. }
13. class MainWindow : public QMainWindow
14. {
15. Q\\_OBJECT
17. public:
18. explicit MainWindow(QWidget \*parent = 0);
19. ~MainWindow();
21. private slots:
22. void on\\_addButton\\_clicked(); // СЛОТ-обработчик нажатия кнопки добавления
23. void on\\_deleteButton\\_clicked(); // СЛОТ-обработчик нажатия кнопки удаления
24. void slotGetNumber(); // СЛОТ для получения номера нажатой динамической кнопки
26. private:
27. Ui::MainWindow \*ui;
28. };
30. #endif // MAINWINDOW\\_H
31. mainwindow.cpp
33. #include "mainwindow.h"
34. #include "ui\\_mainwindow.h"
36. MainWindow::MainWindow(QWidget \*parent) :
37. QMainWindow(parent),
38. ui(new Ui::MainWindow)
39. {
40. ui->setupUi(this);
42. /\* Для удобства работы слои разделены QSplitter
43. \* \*/
44. ui->splitter->setStretchFactor(0,1);
45. ui->splitter->setStretchFactor(1,0);
46. }
48. MainWindow::~MainWindow()
49. {
50. delete ui;
51. }
53. /\* Метод для добавления динамической кнопки
54. \* \*/
55. void MainWindow::on\\_addButton\\_clicked()
56. {
57. QDynamicButton \*button = new QDynamicButton(this); // Создаем объект динамической кнопки
58. /\* Устанавливаем текст с номером этой кнопки
59. \* \*/
60. button->setText("Кнопочка " + QString::number(button->getID()));
61. /\* Добавляем кнопку в слой с вертикальной компоновкой
62. \* \*/
63. ui->verticalLayout->addWidget(button);
64. /\* Подключаем сигнал нажатия кнопки к СЛОТ получения номера кнопки
65. \* \*/
66. connect(button, SIGNAL(clicked()), this, SLOT(slotGetNumber()));
67. }
69. /\* Метод для удаления динамической кнопки по её номеру
70. \* \*/
71. void MainWindow::on\\_deleteButton\\_clicked()
72. {
73. /\* Выполняем перебор всех элементов слоя, где располагаются динамические кнопки
74. \* \*/
75. for(int i = 0; i < ui->verticalLayout->count(); i++){
76. /\* Производим каст элемента слоя в объект динамической кнопки
77. \* \*/
78. QDynamicButton \*button = qobject\\_cast<QDynamicButton\*>(ui->verticalLayout->itemAt(i)->widget());
79. /\* Если номер кнопки соответствует числу, которое установлено
80. \* в lineEdit, то производим удаление данной кнопки
81. \* \*/
82. if(button->getID() == ui->lineEdit->text().toInt()){
83. button->hide();
84. delete button;
85. }
86. }
87. }
89. /\* СЛОТ для получения номера кнопки.
90. \* \*/
91. void MainWindow::slotGetNumber()
92. {
93. /\* Определяем объект, который вызвал сигнал
94. \* \*/
95. QDynamicButton \*button = (QDynamicButton\*) sender();
96. /\* После чего устанавливаем номер кнопки в lineEdit,
97. \* который содержится в данной динамической кнопке
98. \* \*/
99. ui->lineEdit->setText(QString::number(button->getID()));
100. /\* То есть номер кнопки устанавливается в поле lineEdit только тогда,
101. \* когда мы нажимаем одну из динамических кнопок, и этот номер соответствует
102. \* номеру нажатой кнопки
103. \* \*/
104. }

## Итог

В результате у Вас должно получиться приложение, которое осуществляет динамическое создание и удаление кнопок. Работа приложения показана в видео приведённом ниже.